Training:

**Design Patterns and effective Object Oriented techniques for developers of the business applications**

General information

- **Name:** Design Patterns and effective Object Oriented techniques for developers of the business applications
- **Code:** Patterns Biz
- **Category:** Software engineering
- **Target audience:** Developers, designers and architects of business applications
- **Duration:** 3 days
- **Form:** 50% lectures / 50% workshop

Training presents selected Design Patterns in practical terms embedded in the context of business applications. All of the patterns are illustrated with examples of use in modeling the application logic and business logic enterprise applications. Our examples deal with patterns and techniques that are used in modeling business applications unlike book examples that cover word processing or machine programming only.

During the training participants will gain an integrated understanding of the achievements of modern software engineering, including basic concepts, which shows both the structure and the need for standards.
During the practical workshop, we combine design patterns and architectural patterns, together with mechanisms that are built-in frameworks Spring or Seam (your choice) to create business models that are flexible and open to extension and characterized by a high level of testability.

Training is dedicated for developers, designers and architects, who all are involved in the process of business software development, wishing to augment their professional skills in the field of programming techniques to enhance the quality of code and design. This acquirement knowledge translates into a practical way of productivity measured in a broader term.

**Advantages:**

- Focusing on the context of business applications
- Selecting only the useful patterns and techniques
- Real examples
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